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Overview

This document is a quick reference for an embedded engineer to get the analog-to-digital converter (ADC) module up and running for any M68HC08 MCU. Basic knowledge about the functional description and configuration options will give the user a better understanding of how the ADC module works. This application note provides examples that illustrate one use of the ADC module within the M68HC08 Family of microcontrollers. The examples are intended to be modified to suit the specific needs of any application.

Description

The ADC in the M68HC08 MCUs is a unipolar, successive-approximation converter available for 8-bit or 8-/10-bit resolution, with monotonicity guaranteed for both options. Freescale's M68HC08 microcontrollers include ADC modules with a wide range of options for the user, covering in this way many different applications.
Some of the features of the ADC module include:

- From 4 to 24 ADC channels with a wide range of options in between.
- Two options for resolution: 8-bit or 8-/10-bit ADC modules are available, depending on the microcontroller family.
- Conversion type adaptable to each application: allows single or continuous conversion, with the option of auto-scan conversion in some microcontrollers.
- Supports both programming approaches: includes a conversion complete flag and a conversion complete interrupt, allowing the user to choose polling or an interrupt-based approach.
- Selectable ADC clock frequency: includes a clock prescaler, and some microcontrollers include the option to choose between the bus clock or the crystal as input clock.
- Flexibility: The 8-/10-bit ADC contains four options for conversion result justification (10-bit left justified, 10-bit right justified, 10-bit signed left justified, and 8-bit truncation mode).

For more information on the ADC differences among the families of microcontrollers, refer to Appendix A: Differences Among Derivatives.

For further information regarding analog-to-digital converters on Freescale microcontrollers, consult the HC08 ADC Reference Manual (ADCRM). For specific information about each microcontroller’s ADC, refer to the corresponding datasheet in sections “Analog-to-Digital Converter (ADC) Module” and “Electrical Specifications Analog-to-Digital Converter (ADC) Characteristics”.

The main registers found within the ADC module are:

1. The ADC status and control register (ADSCR)
   - Flags an ADC conversion complete (bit 7, COCO)
   - Enables ADC interrupts (bit 6, AIEN)
   - Selects continuous ADC conversions or one ADC sample (bit 5, ADCO)
   - Selects one of the ADC channels to be scanned (bit 5:0, CH4:CH0)

2. The ADC clock register (ADCLK or ADICLK)
   - Selects the clock prescaler (bit 7:5, ADIV2:ADIV0)
   - Selects the input clock for the internal ADC clock (bit 4, ADICLK)
   - Selects among four modes of result justification (bit 3:2, MODE1:MODE0)

3. The ADC data register (ADR)
   - Is updated with the result each time an ADC conversion completes, and can be either:
     a. One byte long for 8-bit ADCs.
     b. Two bytes long for 8-/10-bit ADCs containing the data in the selected format (ADRH-ADRL or ADRH0:ADRL0)

4. The ADC auto-scan mode data registers (ADRL1-ADRL3), which are one-byte-long registers for channels ADC1 to ADC3 when the ADC is operating in auto-scan mode.

1. Optional Feature: Please see the appendix for the different M68HC08 Families and their ADC capabilities.
5. The ADC auto-scan control register (ADASCR)
   - Defines the number of auto-scan channels to be used when in auto-scan mode (bit 2:1, AUTO1:AUTO0)\(^1\)
   - Enables the auto-scan mode (bit 0, ASCAN)\(^1\)

---

**Code and Explanation**

The following example describes the initialization code for both the 8-bit and 8-/10-bit ADC modules, using the interrupt-based approach, in single-sample mode. Following these three simple steps, the user can use the ADC module:

1. Configure the ADCLK/ADICLK register for the ADC module.

The ADCLK will configure the clock for the ADC module. It’s important that the ADC clock must operate between a specific range of frequencies for correct operation. If the selected clock source is not fast enough, the ADC will generate incorrect conversions. The usual internal clock for the M68HC08 ADC module works between 500 kHz and 1.048 MHz; however, some families offer a wide range of options starting from 32 kHz to a maximum of 6 MHz.

It’s also important to consider that not all M68HC08 Families have an ADC module with the ability to choose between the internal bus clock and the oscillator clock as an input to generate the internal ADC clock.

The second function of this register is choosing the conversion result justification mode, which is available only for 8-/10-bit converters.

---

**Figure 1. Configuring ADC Clock for the MC68HC908QY4 and MC68HC908EY16 Derivatives**

---

1. Optional Feature: Please see the appendix for the different M68HC08 Families and their ADC capabilities.
2. Write the ADSCR to start ADC conversions.

The ADSCR has the capability of enabling the ADC interrupt and starting either a single conversion or the continuous conversion mode for a specific channel.

Note the following:

- This register is the same for all ADC modules, but the options for CH4:CH0 will depend on the available channels for each microcontroller.
- In continuous conversion mode, the COCO bit is set only after the first conversion is completed.
- The write functionality for COCO is reserved, so it’s recommended to have a 0 in the COCO position for every write to ADSCR.
- If interrupts are enabled, COCO always reads as 0.
- Interrupt signal is cleared when ADR is read or ADSCR is written.

3. Read result from ADR.

Using a polling method, the user can read the result of the ADC conversion from the ADR register after COCO bit is set. After reading the ADR register, the COCO bit is cleared.

Using an interrupt-based approach, the user can read the result in the interrupt service routine and this will acknowledge the interrupt.

If the microcontroller has an 8-bit ADC, the result is placed in the one-byte ADR register. If it has an 8-/10-bit ADC, the result is placed in the ADRH:ADRL registers, according to the settings in the MODE1:MODE0 bits. It’s important to remember that ADRH must be accessed first, followed by an access to ADRL, to avoid locking the ADC. In this way, 16-bit accesses in C must be avoided.

Figure 2. Starting a Single ADC Conversion
Considerations

This example was developed using Metrowerks CodeWarrior IDE version 3.0 for M68HC08, and was expressly made for the MC68HC908QY4 and MC68HC908EY16. There may be changes needed in code to initialize another MCU. Every microcontroller needs an initialization code that depends on the application and the microcontroller itself.

References

- Analog-to-Digital Converter Reference Manual:
- AN2438/D – ADC Definitions and Specifications
### Appendix A: Differences Among Derivatives

#### Table 1. Differences in ADC between HC08 Derivatives

<table>
<thead>
<tr>
<th>MCU</th>
<th>ADC</th>
<th>Channels</th>
<th>Bits</th>
<th>ADC Clock Register</th>
<th>AutoScan</th>
</tr>
</thead>
<tbody>
<tr>
<td>AB</td>
<td>x</td>
<td>8</td>
<td>8</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>AP</td>
<td>x</td>
<td>8</td>
<td>8/10</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>AS/AZ</td>
<td>x</td>
<td>15</td>
<td>8</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>BD</td>
<td>x</td>
<td>6</td>
<td>8</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>EY</td>
<td>x</td>
<td>8</td>
<td>8/10</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>GP</td>
<td>x</td>
<td>8</td>
<td>8</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>GR4/8</td>
<td>x</td>
<td>4,6</td>
<td>8</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>GR16</td>
<td>x</td>
<td>8</td>
<td>8/10</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>GR32/48/60</td>
<td>x</td>
<td>24</td>
<td>8/10</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>GT</td>
<td>x</td>
<td>8</td>
<td>8</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>GZ8/16</td>
<td>x</td>
<td>8</td>
<td>8/10</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>GZ32/48/60</td>
<td>x</td>
<td>24</td>
<td>8/10</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>JG</td>
<td>x</td>
<td>8</td>
<td>8</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>JK/JL</td>
<td>x</td>
<td>10,12,13</td>
<td>8</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>KX</td>
<td>x</td>
<td>4</td>
<td>8</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>LD</td>
<td>x</td>
<td>6</td>
<td>8</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>LJ</td>
<td>x</td>
<td>4,6</td>
<td>8/10</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>LK</td>
<td>x</td>
<td>6</td>
<td>8/10</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>MR</td>
<td>x</td>
<td>4,7,9,10</td>
<td>8/10</td>
<td>x</td>
<td>—</td>
</tr>
<tr>
<td>QT/QY2/4</td>
<td>x</td>
<td>4</td>
<td>8</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>SR</td>
<td>x</td>
<td>11,14</td>
<td>8/10</td>
<td>x</td>
<td>x</td>
</tr>
</tbody>
</table>

**Notes:**
- The name of the ADC clock register can be ADCLK or ADICLK.
- All microcontrollers with 8-/10-bit ADC have MODE1:MODE0 bits in the ADC clock register to select justification mode.
- All microcontrollers with 8-bit ADC have one 8-bit ADC result register.
Appendix B: Auto-Scan

Microcontrollers with auto-scan mode are capable of starting an automatic conversion starting from channel 0 up to the channel defined in AUTO1:AUTO0 of the auto-scan control register (ADASCR). The process is started by writing ADSCR, then each conversion data is stored in ADRLx, and the COCO-bit is set. After that, a counter is incremented, and the process repeats until the counter reaches the programmed value.

Microcontrollers with this feature available have three additional 8-bit result registers (ADC auto-scan mode data registers, ADRL1–ADRL3), each containing the result for the corresponding channel (ADC1 to ADC3). They also have an ADC scan control register (ADASCR) to configure and enable the auto-scan mode.

Because the auto-scan only uses 8-bit registers, the user must select 8-bit truncation mode (in MODE1:MODE0) for proper functionality.

Appendix C: Schematics

Figure 4. Schematic Used for MC68HC908EY16 Example
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Figure 5. Schematic Used for MC68HC908QY4 Example
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